## Subset Sum

Another problem that we will encounter again is the Subset Sum problem (SSP).  Given a set S = {s0, s1, …, sn-1} of n numbers (which may include duplicates), and a target number t, we want to find out whether some subset of these numbers sums to t.  Note that SSP is a Boolean function, it returns either true (if there is such a subset that sums to t) or false (if there is not).  For now, we don’t worry about how to find out which elements are in the subset.

Note that there are C0n + C1n + C2n + … + Cnn = 2n-1 possible subsets of any set of n things (including the null set).

## ****Question 1****(1 point)

*Saved*

Ow long does it take to do a brute force calculation to determine if there is a subset that sums to the target value t for a set of size n?

Question 1 options:

|  |  |
| --- | --- |
|  | O(n) |
|  | O(n2) |
|  | O(2n) |
|  | O(n!) |

## ****Question 2****(1 point)

*Saved*

If ![IMG_256](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACwAAAAUCAIAAAB5z0iWAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAZFJREFUSEvFlLF1wyAQhsGzKCn8PIE8gV6aVBlBKp0mU6RBpTNCqjSBCbyBK8Mu8h0gjAAJKU95usrGh++7+4+fdl1Hto7d1gBYPw8hGkrpsVX/SJuHqM68JofnYlMIom7X+rUiqj3CSGgj1qfZ4bRTf+zO1e832T8RJcmhZlyeq/UhSAfDJjWHRzIIOC2ZxCP8HSPOCe/8+TsxVYIKkpUeA9D0B5JrsJUDIGIKLGmx4KOZiB6IHc4iBsnq0io4dh0hQoqHFIuqpZKxHegHu4CPY4pqCEx4KLIeg0XItmIgPIoBT/b6ZIK3WX5eLKyFcBQpBrcXUyUlB+mH8x7tBzAGmb1jFi9v5dePEJ/vhH0EVlCcLpcTOKa1K7SsPoydK9E0kuxTBnK9ab9Xom2cG8Xu57rTAsZ2oIc3xyNGZmjIYCfd27aDlZzV6H4A0Mth9yJRbpYY4XJPCRe7nwcxchG0Ntap9yYI7+XP3Wjz+Abul4XQSyQ5j4w9ZJ4JkXK/ORB5p+wnrOW3c1vwvCnuxdZxBwKVhEOH2EvNAAAAAElFTkSuQmCC) means the OR of k clauses, then one recurrence for the subset sum problem is SSP(S,t) = ![IMG_257](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAAATCAIAAAAbN6iaAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAzZJREFUaEPtWLmR2zAUBV2L7GDHFVAVyJtspNQZGa4Td+DMCRV6S3DkxGQF2go0GyzZC/0/Ln5cJHjKmhESaUDgX++fSNq2Zfd1gxb4cIMy30VGC9yRu1U/GEKuqfJ9kuSV+E32p+bKmjbVKd+DPFcWY2v2zWlva11mjGUlVDtrif26LOu6SFkKf9u2zNICfkauushSpWiaFpqXfx/5kpVmlCOIIiTRK0R8pIw3cVxor0RlAIcPOtiVKCFw4jwA58O4V2u8jR7ADyFrCURon7PRAtX4X3sLuS549hDZForOWivzJYyYYSnFl4eZtDEcVsDxICwMnx+QlBKiR0P7Eo7OQQiMjnl6iKxsQJM8xH3nXitz7uIIkHOjrvvMP0oMSwyfsemSJz8zwXHdQvs8jjomJOY8fh0kMsl8RuKNTS487LsVe80VMJa7NgMiZ0O3bOwL3azypFKdu0+Y81ypirA/qYeIj4eOeAzwHeWgC9grnrs+yZHjjq7dZQFBbMMJA7sO6e4bDQptR8JShYhr7/D2gQ42siUbj3moxxNl2L9mcFeGEMgR6AwQx6sRvNHfw/oKrEmq15+CxhulAMaanR2crsihuJTBYrkrQ8h5bvd4TF/+VIw1f3+/Zk8Hw1Nwlhic4/jAlwOFOQu5p8fHnZ/G61s9h/jg3d3h17mtj5cvXzttd8/n83NAHk6Qi/zwcZD44IFI7s37RZBSk7iErvr5jRXfTeCYkh4QhGHcWAJRQC2v2YMlXJXrwR3G5x8vTHpEaF9YgX3+5DXU4Sljl3c9gIeJDJrIdwDczuObwARfIcgF3HHdE0XGF4LTRMeN5Y6C1G/KRDr6ZVa2ixHtEnpzj501MPqNCVwO0KH9riwE2gOaL4NERqVHojt5LCCdsJMrPWmZp1hMshMeKVSpiuRulDVZ51St83cRUZ3WUvk+bPvhmjMNt/Atu8lcX0cqi6fFNSfxAXW7+55eiWC6hVaInWc4XBowRY8/QsADoHpxGjktzBTL5s6foOjr1yBwpvTB41sgh+mihGfQjdDjlSIq4cwEyXvd4O76LMmWfu5R0tMp7GqarmG9/5hmArJN6sbul65sgX8dVHosYZYyqQAAAABJRU5ErkJggg==) , since there must be some number in the solution, if there is one.

Here is an idea to speed up the computation.

Instead of recursively trying every subset minus each element as in the equation above, work backwards from the end.  Either the last element is in the sum, or it is not.  So instead of trying to solve *n* problems of size *n-1*, you are trying to solve 2 problems of size *n-1*.

Could you work forward from the beginning as well as working backwards from the end?

Question 2 options:

|  |  |
| --- | --- |
|  | Yes |
|  | No |

## ****Question 3****(1 point)

*Saved*

You know the value of every element si.  Calculate the value of every pair of numbers, then every triple of numbers, etc., in a bottom up fashion, until you either find the target sum or every calculation gives you a sum greater than the target sum.

In a sentence or two, what would you do to avoid recalculations for overlapping subproblems?